
EE457                                      Lab # bSort 
       Designed By: Gandhi Puvvada

Bubble Sort
(RTL Coding Lab -- Mapping algorithm to hardware)

 

Objectives:

1. To carefully formulate a state diagram and arrive at state transition conditions and RTL for the bubble sort algorithm. 

2. To understand the important differences between the sequential nature of software execution and the concurrent na-
ture of hardware.

Description

The five parts of the lab (2 parts for EE457 and 3 parts for EE560): 

1. Part 0 is based on the most inefficient bubble sort algorithm which does all (n-1) passes, each pass performing  
(n-1) comparisons. A completed design in Verilog is provided to students to form as a base design.

2. Part 1 will progressively reduce the number of comparisons made in a pass by reducing the loop bounds. The number of 
comparisons made would be (n-1) in the first pass, (n-2) in the 2nd pass, eventually 1 comparison in the last pass. Part 1 will 
terminate the passes early when a pass does not involve any swaps (SF == 0; Swap Flag remains at zero).

3. Part 1A (for the EE560 class): This part is an improvement over Part 1. It avoids unnecessary writes into the memory, there 
by saving energy.

4. Part 2 further improves Part 1 (Part 1, not Part 1A) in special cases when the pass just ended, has a single swap and the single 
swap is due to the swap of _________________ (any pair, the first pair, or the last pair). It uses a  Single Swap Flag (SSF) 
besides the earlier Swap Flag (SF) 

5. Part 3 further improves Part 1  (Part 1, not Part 1A) and reduces the number of passes further by making outer loop counter 
(pass counter)  "jump" instead of just "decrement" when possible. This is for the EE560 class.

6. Part 4 improves Part 3  by reversing the direction of passes alternately to speed up the “turtles” (for  the EE560 class).

Bubble Sort algorithm: 

1. Animation of bubble sort operation: Google the web and you can find a number of animations. 
http://www.cs.oswego.edu/~mohammad/classes/csc241/samples/sort/Sort2-E.html 
http://www.youtube.com/watch?v=P00xJgWzz2c&NR=1&feature=fvwp

2. Though the Bubble Sort algorithm is a well-known simple algorithm, we need to translate it carefully for implementation 
in hardware. Here we assume that the array has n elements in locations 0 to (n-1). In hardware implementation we assume 
n is either 16 or less and hence we use three 4-bit counters for (a) the EPL (End of Pass Limit) going from 15 to 1, (b) the I 
counter going from 0 to 14, and (c) the In (In = I next) counter going from 1 to 15. 

3. The Part 0 is based on the following most inefficient algorithm. It performs (n-1) passes (the EPL-for-loop) each performing 
(n-1) comparisons (the I-for-loop) 
  
 for (EPL = n-1; EPL >= 1; EPL--) // EPL runs from n-1 to 1 
 for (I = 0; I <= n-2; I++)  
 if (M[I] > M[In]) // In (=I next) is always equal to I+1 
 swap (M[I], M[In]); // In (=I next) is always equal to I+1
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4. The Part 1 changes the high-lighted portion of the above algorithm from (n-2) to (EPL-1) as shown below. It performs (n-
1) passes (the EPL-for-loop) each performing progressively less and less comparisons (the I-for-loop).  
  
 for (EPL = n-1; EPL >= 1; EPL--) // runs from n-1 to 1 
 for (I = 0; I <= EPL-1; I++) // same as for (In = 1; In <= EPL; In++) 
 if (M[I] > M[In]) // In (=I next) is always equal to I+1 
 swap (M[I], M[In]); // In (=I next) is always equal to I+1 
 
Part 1 implementation does more than the above pseudo code. For example if there are no swaps in a pass, we can skip the 
remaining passes. A flag called SF (for Swap Flag) is initially reset at the beginning of every pass and is set whenever we 
swap a pair of array elements in the pass. At the end of a pass, if we find that we did not swap any pair, we skip the remaining 
passes and conclude the sorting operation. There are further improvements in special cases in part 2. This is discussed later.

5. You are given three incomplete state diagrams in this document, for Parts 1 and 2 (EE457) and for Part 3 (EE560) . 

6. Part 2 is an improvement over Part 1.  Part 2 saves one pass in certain cases over and above Part 1. A simple improvement 
to Part 1 is that if a pass (that just ended) had a single swap and that single swap happens to be the swap of 
________________________ (the very firs pair / any pair / the very last pair) (you figure it out), no more passes are needed. 
To implement this we have an SSF (Single Swap Flag) initiated to zero in the INITIAL (INI) state. Based on your analysis, 
you may want to view it as FSSF (First Single Swap Flag) or ASSF (Any Single Swap Flag) or LSSF (Last Single Swap 
Flag).

7. In Part 3 (for the EE560 class), we make an observation that, in the current pass, if the latest swap occurred was at M[k] and 
M[k+1], and the rest of the comparisons in the pass (up to and including the last pair) did not result in any more swaps, then 
the "EPL" counter can be made to jump to "k" (EPL <= k) instead of just decrementing (instead of doing EPL <= EPL -1). 
If you are jumping anyway, perform the same jump even if the jump is by 1 step instead of decrementing, (there by avoiding 
separate decrementation of EPL). The variable "k" here is renamed as "new_EPL" in state diagram as well as in the HDL 
code.

8. Part 4 (for the EE560 class) is a variation of Part 3 by making alternate passes proceed in reverse direction, there by provid-
ing a chance to the "turtles" to become "rabbits". See http://en.wikipedia.org/wiki/Bubble_sort#Rabbits_and_turtles . In 
parts 1 or 2 or 3, in a pass, the heaviest item (the largest number) will surely sink to the bottom (the rabbit quickly finishes 
its journey), but the lightest item (the turtle) will only bubble up one step. So if we change the direction of the pass, the 
lightest item becomes the rabbit this time. See the illustration of this  bubble sort method (they call it Cocktail Sort) at 
http://www.algolist.com/Bubble_sort . The improvement may be limited, but here our interest is more in the state diagram 
design challenge posed by this method.

Implementation: 

1. Datapath unit: Though the elements of datapath unit are inferred by the synthesis tool, it is important for a hardware engi-
neer to visualize the hardware that is inferred. 

1.1.The 16x8 RAM, holding the array to be sorted, is basically an array of registers (like a register file in a CPU). It is a 
single-ported RAM (i.e. it has only one address input) but with separate data-in and separate data-out connections. 
This restriction of single-port requires you to access the two memory elements M[I] and M[In] in two separate states 
(meaning two separate clocks). We need a clock to read a memory location and we will not have time to compare 
what we read with another item previously read in the same clock. Hence comparison is done in a separate state. 
However, we were told that writing is fast and that we can compare and if needed write to the RAM in the same clock.

1.2.We have in the data path, two registers, First and Second, to hold a pair of data items from the memory, a 
comparator to compare them, and a multiplexer to select between them for swapping and writing back into the RAM. 

1.3.We have the three counters EPL, I and In. EPL, the End of Pass Limit counter, is a decrementing counter, (which 
can be loaded with a jump value in Part 3 for EE560). I and In (In for I next) are incrementing counters to access 
the pair of elements, M[I] and M[In]. You may assume that enough comparison units are available for you to compare 
"In" with "EPL", "EPL" with "0" or "1" as needed. 

2. State Diagram for Part 0:  
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Six states:  
INI: Initial,  
RF: Read First; First <= M[I],  
RS: Read Second; Second <= M[In],  
CS: Compare and Store minimum at M[I], If Comparison needs swapping, go to EOP. 
EOP: End of Pass operation state. It is better to call it Store_Max State in Part 0. M[In] <= Max; 
DONE: Sorting process is done. The array is now in  ascending order with smallest at M[0]

3. State Diagram for Part 1: 

3.1. Design plan: Part 1 improves Part 0, by reducing the number of passes using the SF flag and reducing the number 
of comparisons with in a pass by progressively decrementing the EPL (End of Pass Limit).  
 
Part 1 also improves Part 0 by reducing the number of reads performed on the memory array M.  
Part 0 reads 15 pairs of the 16-element array in its first pass (total 30 reads, taking 30 clocks). Part 1 reads every 
element only once (total 16 reads taking 16 clocks). Consider the 4-element array below, for example.

M
0
1
2
3

Part-0 reads
M[0], M[1]
M[1], M[2]
M[2], M[3]

Part-1 reads
M[0], M[1]
M[2]
M[3]

 

Part 1 also improves Part 0 by reducing the number of writes performed on the memory array M.  
If the array is sorted in the wrong order to start with, Part 0 writes 15 pairs of the 16-element array in its first pass 
(total 30 writes). In this case of reverse-sorted array, in its first pass, Part 1 writes every element only once (total 
16 writes). Consider the 4-element array below, for example.

M
0
1
2
3

Part-0 writes
7 in M[0] in CS, 8 in M[1] in EOP
6 in M[1] in CS, 8 in M[2] in EOP
5 in M[2] in CS, 8 in M[3] in EOP

Part-1 writes
7 in M[0] in CS,
6 in M[1] in CS,
5 in M[2] in CS,

8
7
6
5

8 in M[3] in EOP
Note: EOP is actually STORE_MAX state in Part 0

 

After every comparison, does Part 0 end-up writing into 1 or 2 memory locations? What about Part 1? Part-0’s 
plan is to skip writing if there is no need to swap and write both elements if they need to be swapped. So, if the 
array is reverse-sorted at the beginning, Part 0 ends up writing 15 pairs (total 30 writes) in its first pass. On the 
other hand, if the array is correctly-sorted at the beginning, Part 0 ends up writing 0 pairs (total 0 writes) in its first 
pass.  However, since clock-cycles wise, a write is free if it takes place at the end of the comparison in the CS 
state. So Part 1 writes the minimum of the two elements being compared into M[I] unconditionally (irrespective 
of whether swap is needed or not) in the CS state and carries the maximum of the two in the "First" register 
for the next comparison. In the final comparison (the last comparison at the end of the current pass), after writing 
the minimum in M[I] in the CS state, if that final comparison warrants swapping, then you go into EOP state to 
store in M[In] the maximum of the two (which is the largest number of the entire array).  
Mr. Bruin says: It is wasteful, though free, to write the minimum in M[I] in the CS state if does not warrant swap-
ping. You can save energy, if not clocks, by avoiding unnecessary writes to the M[I]. If swap is not needed, isn’t 
what you are writing into M[I] in CS state, already in M[I]? In the case of an array which is correctly-sorted at the 
beginning, Part 0 writes 0 pairs (total 0 writes) in its first pass. You (Trojans) write wastefully to 15 locations in 
Part1.    Please help Mr. Bruin understand that there is a need to write the minimum into M(I) even in the clock 
when you do not swap, by using the example below:

M
0
1
2
3

Mr. Bruin’s Part-1 First Pass
compares (8,7), writes 7 in M[0] in CS since swap needed
compares (8,11), does note write in M[1] as no swap is needed
compares (11,9), writes 9 in M[2] in CS, 11 in M[3] in EOP

8
7
11
9

M after 1st pass
0
1
2
3

7
7

11
9

8 is lost and 7 is replicated!

 

Note for the EE560 students: Part of what Bruin said is true. If the array is initially sorted in the correct order, we 
should be able to avoid unneeded writes. In Part 1A, try to reduce writes. You are not allowed to use an extra multi-
bit comparator, like an 8-bit comparator here. Hint: Use a flag called "swap_in_last_clock"   
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Six states in Part 1:  
INI: Initial,  
RF: Read First; First <= M[I],  
RS: Read Second; Second <= M[In],  
CS: Compare and Swap;  

Store minimum at M[I], Make sure First has the needed value for the next comparison, as we may  
not be going to RF state before the next comparison. Do   First <= Second  if needed 

EOP: End of Pass operation. If an element needs to be stored in the last location of the pass, we do it here.  
DONE: Sorting process is done. The array is now in  ascending order with smallest at M[0]

3.2. All state transition arrows are shown. RTL operations associated with the four states INI, RF, RS, and DONE are 
given. State transition conditions associated with the state transition arrows diverging from these four states are 
also given. 

3.3. You are responsible for completing the RTL operations to be performed in the two states CS and EOP. You are 
also responsible for the state transition conditions associated with the state transition arrows diverging from these 
two states. 

3.4.
INI

I <= 0; In <= 1;
SF <= 0; SSF <= 0;
EPL <= Array_Max;

For part 2

new_EPL <= 0
For part 3

EPL (End of Pass Limit): What initialization is performed at the beginning (in INI state) 
vs. what re-initialization is done at the end of the pass (either in CS or in EOP states)? 
At the beginning of the sort operation, in INI state, besides initializing I, In, SF, we also 
initialize EPL. But at the end of the pass, you re-initialize I, In, SF, but only adjust EPL 
(EPL <= EPL -1;).

3.5. SF flag (Swap Flag): In the bubble sort, you make several passes through the array. At 
the end of the first pass through the array (0 to n-1), the largest element is brought to the 
(n-1)th position (i.e. that is the last position) and EPL is decremented by 1 from Array_Max [i.e. from (n-1) to (n-
2)]. The array eventually shrinks to a 2-element array. However, if there was no swap performed in an entire pass, 
then there is no need to perform any more passes. An SF flag is cleared at the beginning of every pass and set 
whenever a swap happens during the pass, so that at the end of a pass, you can decide whether you need more 
passes or not. 
SF is initially cleared in the INI state. You need to clear it again in the CS or the EOP state at the end of the current 
pass. You need to set it if you are swapping a pair (except for the last pair of the pass, when you are getting ready 
to clear it). So your decision to conclude the passes shall be based on SF not being a 1 (meaning no previous com-
parisons resulted in swapping) and the current comparison is also not requiring a swap. It is important not to make 
the common mistake of looking at SF only as it reflects that there were no previous comparisons. 

4. State Diagram for Part 2:

4.1. Note that the incomplete state diagram for the Part 1 and Part 2 are identical. The only difference is the SSF usage. 
Since we are using one common test bench for the parts 1 and 2, we have cleared the SSF in the INI state for Part 
1 also but did not do anything to SSF in the rest of the states. 

4.2. Question: In a pass, you perform comparisons of several pairs of data and swap them if necessary. If only one pair 
of data got swapped, would you need to perform another pass? Perhaps you would say, YES. What if the only pair 
swapped is the last pair in the pass? Or what if the only pair swapped is the first pair in the pass? Does it make 
any difference? Carefully consider this and exploit this in your design for part 2 to reduce the total number of pass-
es by 1 (and there by reduce the total number of clocks) in certain cases (for some data in the array to be sorted). 
We added another flag called SSF (Single Swap Flag) and initialized it to zero in the INI state. You may want to 
consider it as FSSF (First Single Swap Flag) or ASSF (Any Single Swap Flag) or LSSF (Last Single Swap Flag)

5. State Diagram for Part 3 (for EE560): 

5.1. Part 3 is a variation of Part 1 by more generalizing the improvement achieved through SSF in part 2.  
Part 2 basically says that if the only swap made was _______________ (the very first / any / the very last) swap, 
the complete array is in sorted condition.  Hence there is no need for further passes.  
In part 3, we want to generalize the statement, "the rest of the array is already in sorted state". If substantial portion 
of the tail-end of the array is already in sorted state, we need to sort on the remaining beginning portion of the 
array. We make an observation that, in the current pass, if the latest swap occurred is the swap of M[k] and 
M[k+1], and the rest of the comparisons in the pass (up to and including M[EPL] with M[EPL - 1]) did not result 
in any more swaps, then the tail portion of the array from M[k+1] to M[EPL] is already in sorted state and contains 
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the largest (EPL-k) members of the [0:EPL]-sized array. Hence the array portion remaining to be sorted is the first 
portion containing the first (k+1) members, namely M[0:k].  
Note: Originally it had Array_Max+1 elements [0:Array_Max]. If we remove (Array_max-k) elements at the tail 
end, we are left with (k+1) elements [0:k]. So EPL can be changed directly to k instead of just decrementing to 
EPL-1.   

5.2. Reference for the algorithm in this part is the Wikipedia page on Bubble Sort:  
http://en.wikipedia.org/wiki/Bubble_sort   An extract is reproduced below.  

Note: The "length (A)" here is our "Array_Max + 1".

Instead of the "i+1" here, we use In (=I next)

swapped = our SF flag

 

Note: The "i+1" we use In (I next) which is I+1

Instead of checking to 

Carefully think of equivalent 
of these two lines in our designExit condition!

see if i reached n-2, we 
check to see if In reached 
Array_Max. 
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5.3. Again the incomplete state diagram for Part 3 looks same as the incomplete state diagrams of the Part 1 and Part 
2. We did not provide a partial state diagram for Part 4 as EE560 students can arrive at it by themselves  :) 

6. Verilog testbench to test your design: 

6.1.The testbench initializes the RAM with a given sequence of numbers and then activates START signal. 

6.2.Your DUT then moves from the initial  (I) state and performs the sorting operation. 

6.3.At the end of sorting, your DUT goes into DONE state and goes back to the initial state. 

6.4.The testbench waits for the Qdone signal and then reads back the contents of the memory and reports the same by 
writing into the text files, for example ee457_bsort_results_P1.txt and 
additional_ee457_bsort_results_P1.txt (for Part 1). 

6.5.Sample output of ee457_bsort_results_P1.txt 
  
 Test number   1:  
 Initial memory contents: 
 f4  85  07  99  02  01  03  00   
 Final memory contents: 
 00  01  02  03  07  85  99  f4   
    Design entered DONE state from  EOP  . 
    Total number of passes =           7 . 
    Total number of comparisons =          28 . 
    Total number of memory writes =          35 . 
           Clocks taken for this test = 70. 

6.6.The testbench provided (ee457_bsort_improved_tb.v) produces the above results file 
(ee457_bsort_results_P1.txt) and also an additional text file recording the details of passes. See example of 
an extract from the    additional_ee457_bsort_results_P1.txt 
 
After the array elements, number of comparisons, number of memory writes and number of clocks 

taken are listed.    
 
Test number  1:  
8-element unsorted array                                      
Initial contents:   f4  85  07  99  02  01  03  00           0   0    0  
At end of Pass#1:   85  07  99  02  01  03  00  f4           7   8   16  
At end of Pass#2:   07  85  02  01  03  00  99  ||           6   7   14  
At end of Pass#3:   07  02  01  03  00  85  ||  ||           5   6   12  
At end of Pass#4:   02  01  03  00  07  ||  ||  ||           4   5   10  
At end of Pass#5:   01  02  00  03  ||  ||  ||  ||           3   4    8  
At end of Pass#6:   01  00  02  ||  ||  ||  ||  ||           2   3    6  
After LastPass#7:   00  01  ||  ||  ||  ||  ||  ||           1   2    4 
Final sorted array: 00  01  02  03  07  85  99  f4          28   35  70  
Sorting for Test# 1 completed. 

6.7.You would soon notice that, for any reasonably complex design, manual analysis of lengthy waveform is laborious 
and time-consuming and that a well-written HDL testbench is necessary to aid design and functional verification. EE 
students planning to become hardware engineers should go through the testbenches and learn to write testbenches.

Procedure for Part 1: 

1. Import the .zip file ee457_bsort.zip into your C:\ModelSim_projects directory. 
 

Unzip to form C:\ModelSim_projects\ee457_bsort directory containing the following files: 
 

Part 0 and Part 1 files 
ee457_bsort_P0.v (complete) ee457_bsort_P1.v (incomplete core design to be completed by you) 
ee457_bsort_improved_tb.v  (complete testbench, good for all four parts, 1, 1A, 2, and 3) 
additional_ee457_bsort_results_P1_SOLUTION.txt,  additional_ee457_bsort_results_P2_SOLUTION.txt  
ee457_bsort.do  (a .do file to  invoke simulator, setup waveforms, ...). It does not compile the Verilog files though. 
ee457_bsort_wave.do  (a wave.do file called by the main .do file)
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2. Read all files provided. Two test results filse (SOLUTIONs) are given for you to compare with what you produce.

3. Create a modelsim project called ee457_bsort with the project directory C:\Modesim_projects\e457_bsort. Add  
ee457_bsort_P0.v and the common testbench  ee457_bsort_improved_tb.v to the project. Compile the two verilog 
files. Simulate Part 0, using the common .do file (do ee457_bsort.do). Look at the waveform. Zoom in a couple of passes 
and make sure you agree with the state sequence, etc. Look at the ee457_bsort_results_P0.txt and also 
additional_ee457_bsort_results_P0.txt created by ee457_bsort_improved_tb.v in your project directory. If 
you do not simulate until the end of the simulation to execute the $fclose to close the text files being generated, the text files 
may remain unpopulated (may contain zero bytes). The text files produced for part 0 are useful to you to later compare with 
the text files produced for other parts. The P1 and P2 results files would differ with the P0 results files only in the number 
of passes, the number of comparisons, number of memory writes, and the number of clocks taken but should not differ in 
the final contents of the sorted array! You can display the files to be compared side-by-side in the Notepad++ window and 
use Plugins => Compare => Compare to compare the text files. After finishing comparison, do Plugins => Compare => 
Clear Results to revert to normal display. If you do not find the above menu commands on your Notepad++ menu bar, you 
need to download the Plugins from the Notepad++ site: 
http://sourceforge.net/projects/npp-plugins/ 

4. Complete the incomplete state diagram for Part 1. It is a good idea to write boolean equations for conditions such as 
end_of_pass, last_pass, swap (= swap needed for the current pair) and use these in arriving at the state transition conditions 
and also in specifying conditional mealy RTL operations with-in the state circles. You are welcome to print the diagram on 
11"x17".

5. Complete the incomplete   ee457_bsort_P1.v. Add this file to the modelsim project created earlier and manually  compile 
it. Note: The .do file and the testbench file are common to all four parts (1, 1A, 2, and 3). Hence the .do file does not perform 
the "compile" step. Manually compile any Verilog files. You can compile a testbench and a core design (Part 1 or or 1A or 
2 or 3) and then run the do file (do ee457_bsort.do) to set up waveform and run the design for 75us.  Debug as needed. 
Do the same for Part 2.  
Running the simulation for 75us is actually needed in Part 0 as it is very inefficient. The Part 1 and Part 2 take far less time. 
However, running for 75us uniformly is harmless. So the .do file has 75us. If your design has a flaw and is not reaching the 
DONE state, you may not see the message, "All tests concluded. Inspect the text file ee457_bsort_results_P0.txt " in the 
trascript window even after 75us simulation.

What to turn-in for Part 1: 

1. Submit online the following files (one submission per team).  
ee457_bsort_P1.v ee457_bsort_results_P1.txt names.txt   

2. Submit hardcopy of the completed state diagram for Part 1 (one submission per team). There are no end-of-lab-questions to 
answer.

Procedure for Part 1A (EE560): 

1. Make a copy of your completed state diagram of Part 1 and revise it to make it your Part 1A.

2. Make a copy of  ee457_bsort_P1.v  and name it as  ee457_bsort_P1A.v. Change 26 to 27 and P1 to P1A (note P1A
has one extra character)  in the following line: 
reg [26*8:1] file_results_string = "ee457_bsort_results_P1.txt"; //  
Revised line: 
reg [27*8:1] file_results_string = "ee457_bsort_results_P1A.txt"; // 
Revise the design as needed and simulate with the given testbench (and using the given .do file). Debug as needed.

What to turn-in for Part 1A: 

1. Submit online the following files (one submission per team).  
 ee457_bsort_P1A.v ee457_bsort_results_P1A.txt names.txt   

2. Submit hardcopy of the completed state diagram for Part 1A (one submission per team). No answers to questions needed.
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Procedure for Part 2: 

1. Complete the incomplete state diagram for Part 2.

2. Make a copy of  ee457_bsort_P1.v  and name it as  ee457_bsort_P2.v. Change P1 to P2 in the following line: 
reg [26*8:1] file_results_string = "ee457_bsort_results_P1.txt"; //  
Revise the design as needed and simulate with the given testbench (and using the given .do file). Debug as needed.

What to turn-in for Part 2: 

1. Submit online the following files (one submission per team).  
 ee457_bsort_P2.v ee457_bsort_results_P2.txt names.txt 

2. Submit hardcopy of the completed state diagram for Part 2 (one submission per team). No answers to questions needed.

Procedure for Part 3: (for EE560)

1. Complete the incomplete state diagram for Part 3.

2. Make a copy of  ee457_bsort_P1.v  and name it as  ee457_bsort_P3.v. Change P1 to P3 in the following line: 
reg [26*8:1] file_results_string = "ee457_bsort_results_P1.txt"; //  
Revise the design as needed and simulate with the given testbench (and using the given .do file). Debug as needed.

What to turn-in for Part 3: (for EE560)

1. Submit online the following files (one submission per team).  
ee457_bsort_P3.v ee457_bsort_results_P3.txt names.txt   

2. Submit hardcopy of the completed state diagram for Part 3 (one submission per team). No answers to questions needed.

Procedure for Part 4: (for EE560)

1. Make a suitable state diagram for Part 4 to help you with coding. The state diagram need not have complete RTL if it is 
difficult to get it in the limited space. I would take a 11"x17" sheet. It is not needed for submission.

2. It may be a good idea to redesign the Part 3 where passes proceed from the other end (in the reverse direction first before 
alternating directions.  
2.1 (optional but highly recommended) Make a copy of  ee457_bsort_P3.v  and name it as 
ee457_bsort_P3_reverse_direction.v. Change the following line:  
reg [26*8:1] file_results_string = "ee457_bsort_results_P3.txt"; // 
Revised line: 
reg [44*8:1] file_results_string = "ee457_bsort_results_P3_reverse_direction.txt"; // 
2.2 Make a copy of  ee457_bsort_P3.v  and name it as  ee457_bsort_P4.v. Change P3 to P4 in the following line: 
reg [26*8:1] file_results_string = "ee457_bsort_results_P4.txt"; //  
Revise the design as needed and simulate with the given testbench (and using the given .do file). Debug as needed.

What to turn-in for Part 4: (for EE560)

1. Submit online the following files (one submission per team). 
ee457_bsort_P4.v ee457_bsort_results_P4.txt names.txt   

2. No state diagram needs to be submitted for Part 4. No answers to questions needed. 
 

<>Feedback: Please provide feedback on usefulness and propriety of this lab for our ee457class. Also please tell me if the 
write-up can be improved. Thanks! Gandhi
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INI
EPL<- Array_Max;

I<= 0; In = 1; 

RF
First <= M[I];

RS
Second <= M[In]

CS

EOP

DONE

1

Reset

START

~START

Incomplete State Diagram for Bubble Sort (Part 0)
Inefficiencies: Always perform all n-1 passes each n-1 comparisons. Always read the 
next pair of elements afresh. Unlike in Part 1 or 2, there is no transition from CS to RS.

STORE_MAX

You may like to complete this diagram. No need to submit this.
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INI
EPL<- Array_Max;

I<= 0; In = 1; SF <= 0; SSF <= 0;

RF
First <= M[I];

RS
Second <= M[In]

CS

EOP

DONE

1

Reset

START

~START

State Diagram with descriptive state transition conditions not considering both SF and SSF. 
Incomplete State Diagram for Bubble Sort (in preparation to do Part 1)

Please complete the next page taking into consideration SF also.

End of Pass Store Max State

Compare and Store Min State End of Pass && Swap && Last Pass

End of Pass
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&& Swap

Swap means, the current
pair needs swapping. 
(i.e. First > Second)

Last
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st 
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INIEPL<- Array_Max;
I<= 0; In = 1; SF <= 0; SSF <= 0;

RF
First <= M[I];

RS
Second <= M[In]

CS

EOP

DONE

1

Reset

START

~START

EXERCISE 
Incomplete State Diagram for Bubble Sort (Part 1)

Take SF also into consideration (but not SSF), complete and submit (one per team)
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INIEPL<- Array_Max;
I<= 0; In = 1; SF <= 0; SSF <= 0;

RF
First <= M[I];

RS
Second <= M[In]

CS

EOP

DONE

1

Reset

START

~START

EXERCISE Now take into consideration SSF also to improve the design. 
Incomplete State Diagram for Bubble Sort (Part 2)

Complete and Submit (one per team)
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INIEPL<- Array_Max;
I<= 0; In = 1;    new_EPL <= 0;

RF
First <= M[I];

RS
Second <= M[In]

CS

EOP

DONE

1

Reset

START

~START

EXERCISE Here you want to accelerate EPL movement by making it to "jump"!. 
Incomplete State Diagram for Bubble Sort (Part 3) (EE560)

Complete and Submit (one per team)


	Bubble Sort (RTL Coding Lab -- Mapping algorithm to hardware)
	Objectives:
	1. To carefully formulate a state diagram and arrive at state transition conditions and RTL for the bubble sort algorithm.
	2. To understand the important differences between the sequential nature of software execution and the concurrent nature of hardware.

	Description
	The five parts of the lab (2 parts for EE457 and 3 parts for EE560):
	1. Part 0 is based on the most inefficient bubble sort algorithm which does all (n-1) passes, each pass performing (n-1) comparisons. A completed design in Verilog is provided to students to form as a base design.
	2. Part 1 will progressively reduce the number of comparisons made in a pass by reducing the loop bounds. The number of comparisons made would be (n-1) in the first pass, (n-2) in the 2nd pass, eventually 1 comparison in the last pass. Part 1 will te...
	3. Part 1A (for the EE560 class): This part is an improvement over Part 1. It avoids unnecessary writes into the memory, there by saving energy.
	4. Part 2 further improves Part 1 (Part 1, not Part 1A) in special cases when the pass just ended, has a single swap and the single swap is due to the swap of _________________ (any pair, the first pair, or the last pair). It uses a Single Swap Flag ...
	5. Part 3 further improves Part 1 (Part 1, not Part 1A) and reduces the number of passes further by making outer loop counter (pass counter) "jump" instead of just "decrement" when possible. This is for the EE560 class.
	6. Part 4 improves Part 3 by reversing the direction of passes alternately to speed up the “turtles” (for the EE560 class).

	Bubble Sort algorithm:
	1. Animation of bubble sort operation: Google the web and you can find a number of animations. http://www.cs.oswego.edu/~mohammad/classes/csc241/samples/sort/Sort2-E.html http://www.youtube.com/watch?v=P00xJgWzz2c&NR=1&feature=fvwp
	2. Though the Bubble Sort algorithm is a well-known simple algorithm, we need to translate it carefully for implementation in hardware. Here we assume that the array has n elements in locations 0 to (n-1). In hardware implementation we assume n is ei...
	3. The Part 0 is based on the following most inefficient algorithm. It performs (n-1) passes (the EPL-for-loop) each performing (n-1) comparisons (the I-for-loop) for (EPL = n-1; EPL >= 1; EPL--) // EPL runs from n-1 to 1 for (I = 0; I <= n-2; I++)  ...
	4. The Part 1 changes the high-lighted portion of the above algorithm from (n-2) to (EPL-1) as shown below. It performs (n- 1) passes (the EPL-for-loop) each performing progressively less and less comparisons (the I-for-loop).  for (EPL = n-1; EPL >=...
	5. You are given three incomplete state diagrams in this document, for Parts 1 and 2 (EE457) and for Part 3 (EE560) .
	6. Part 2 is an improvement over Part 1. Part 2 saves one pass in certain cases over and above Part 1. A simple improvement to Part 1 is that if a pass (that just ended) had a single swap and that single swap happens to be the swap of _______________...
	7. In Part 3 (for the EE560 class), we make an observation that, in the current pass, if the latest swap occurred was at M[k] and M[k+1], and the rest of the comparisons in the pass (up to and including the last pair) did not result in any more swaps...
	8. Part 4 (for the EE560 class) is a variation of Part 3 by making alternate passes proceed in reverse direction, there by providing a chance to the "turtles" to become "rabbits". See http://en.wikipedia.org/wiki/Bubble_sort#Rabbits_and_turtles . In ...

	Implementation:
	1. Datapath unit: Though the elements of datapath unit are inferred by the synthesis tool, it is important for a hardware engineer to visualize the hardware that is inferred.
	1.1. The 16x8 RAM, holding the array to be sorted, is basically an array of registers (like a register file in a CPU). It is a single-ported RAM (i.e. it has only one address input) but with separate data-in and separate data-out connections. This re...
	1.2. We have in the data path, two registers, First and Second, to hold a pair of data items from the memory, a comparator to compare them, and a multiplexer to select between them for swapping and writing back into the RAM.
	1.3. We have the three counters EPL, I and In. EPL, the End of Pass Limit counter, is a decrementing counter, (which can be loaded with a jump value in Part 3 for EE560). I and In (In for I next) are incrementing counters to access the pair of elemen...

	2. State Diagram for Part 0: Six states: INI: Initial, RF: Read First; First <= M[I], RS: Read Second; Second <= M[In], CS: Compare and Store minimum at M[I], If Comparison needs swapping, go to EOP. EOP: End of Pass operation state. It is better to ...
	3. State Diagram for Part 1:
	3.1. Design plan: Part 1 improves Part 0, by reducing the number of passes using the SF flag and reducing the number of comparisons with in a pass by progressively decrementing the EPL (End of Pass Limit). Part 1 also improves Part 0 by reducing the ...
	3.2. All state transition arrows are shown. RTL operations associated with the four states INI, RF, RS, and DONE are given. State transition conditions associated with the state transition arrows diverging from these four states are also given.
	3.3. You are responsible for completing the RTL operations to be performed in the two states CS and EOP. You are also responsible for the state transition conditions associated with the state transition arrows diverging from these two states.
	3.4. EPL (End of Pass Limit): What initialization is performed at the beginning (in INI state) vs. what re-initialization is done at the end of the pass (either in CS or in EOP states)? At the beginning of the sort operation, in INI state, besides in...
	3.5. SF flag (Swap Flag): In the bubble sort, you make several passes through the array. At the end of the first pass through the array (0 to n-1), the largest element is brought to the (n-1)th position (i.e. that is the last position) and EPL is dec...

	4. State Diagram for Part 2:
	4.1. Note that the incomplete state diagram for the Part 1 and Part 2 are identical. The only difference is the SSF usage. Since we are using one common test bench for the parts 1 and 2, we have cleared the SSF in the INI state for Part 1 also but di...
	4.2. Question: In a pass, you perform comparisons of several pairs of data and swap them if necessary. If only one pair of data got swapped, would you need to perform another pass? Perhaps you would say, YES. What if the only pair swapped is the last...

	5. State Diagram for Part 3 (for EE560):
	5.1. Part 3 is a variation of Part 1 by more generalizing the improvement achieved through SSF in part 2. Part 2 basically says that if the only swap made was _______________ (the very first / any / the very last) swap, the complete array is in sorte...
	5.2. Reference for the algorithm in this part is the Wikipedia page on Bubble Sort: http://en.wikipedia.org/wiki/Bubble_sort An extract is reproduced below.
	5.3. Again the incomplete state diagram for Part 3 looks same as the incomplete state diagrams of the Part 1 and Part 2. We did not provide a partial state diagram for Part 4 as EE560 students can arrive at it by themselves :)

	6. Verilog testbench to test your design:
	6.1. The testbench initializes the RAM with a given sequence of numbers and then activates START signal.
	6.2. Your DUT then moves from the initial (I) state and performs the sorting operation.
	6.3. At the end of sorting, your DUT goes into DONE state and goes back to the initial state.
	6.4. The testbench waits for the Qdone signal and then reads back the contents of the memory and reports the same by writing into the text files, for example ee457_bsort_results_P1.txt and additional_ee457_bsort_results_P1.txt (for Part 1).
	6.5. Sample output of ee457_bsort_results_P1.txt Test number 1: Initial memory contents: f4 85 07 99 02 01 03 00 Final memory contents: 00 01 02 03 07 85 99 f4 Design entered DONE state from EOP . Total number of passes = 7 .  Total number of compari...
	6.6. The testbench provided (ee457_bsort_improved_tb.v) produces the above results file (ee457_bsort_results_P1.txt) and also an additional text file recording the details of passes. See example of an extract from the additional_ee457_bsort_results_P...
	6.7. You would soon notice that, for any reasonably complex design, manual analysis of lengthy waveform is laborious and time-consuming and that a well-written HDL testbench is necessary to aid design and functional verification. EE students planning...


	Procedure for Part 1:
	1. Import the .zip file ee457_bsort.zip into your C:\ModelSim_projects directory. Unzip to form C:\ModelSim_projects\ee457_bsort directory containing the following files: Part 0 and Part 1 files  ee457_bsort_P0.v (complete) ee457_bsort_P1.v (incomple...
	2. Read all files provided. Two test results filse (SOLUTIONs) are given for you to compare with what you produce.
	3. Create a modelsim project called ee457_bsort with the project directory C:\Modesim_projects\e457_bsort. Add ee457_bsort_P0.v and the common testbench ee457_bsort_improved_tb.v to the project. Compile the two verilog files. Simulate Part 0, using t...
	4. Complete the incomplete state diagram for Part 1. It is a good idea to write boolean equations for conditions such as end_of_pass, last_pass, swap (= swap needed for the current pair) and use these in arriving at the state transition conditions an...
	5. Complete the incomplete ee457_bsort_P1.v. Add this file to the modelsim project created earlier and manually compile it. Note: The .do file and the testbench file are common to all four parts (1, 1A, 2, and 3). Hence the .do file does not perform ...

	What to turn-in for Part 1:
	1. Submit online the following files (one submission per team). ee457_bsort_P1.v ee457_bsort_results_P1.txt names.txt
	2. Submit hardcopy of the completed state diagram for Part 1 (one submission per team). There are no end-of-lab-questions to answer.

	Procedure for Part 1A (EE560):
	1. Make a copy of your completed state diagram of Part 1 and revise it to make it your Part 1A.
	2. Make a copy of ee457_bsort_P1.v and name it as ee457_bsort_P1A.v. Change 26 to 27 and P1 to P1A (note P1A has one extra character) in the following line: reg [26*8:1] file_results_string = "ee457_bsort_results_P1.txt"; // Revised line: reg [27*8:1...

	What to turn-in for Part 1A:
	1. Submit online the following files (one submission per team). ee457_bsort_P1A.v ee457_bsort_results_P1A.txt names.txt
	2. Submit hardcopy of the completed state diagram for Part 1A (one submission per team). No answers to questions needed.

	Procedure for Part 2:
	1. Complete the incomplete state diagram for Part 2.
	2. Make a copy of ee457_bsort_P1.v and name it as ee457_bsort_P2.v. Change P1 to P2 in the following line: reg [26*8:1] file_results_string = "ee457_bsort_results_P1.txt"; // Revise the design as needed and simulate with the given testbench (and usin...

	What to turn-in for Part 2:
	1. Submit online the following files (one submission per team). ee457_bsort_P2.v ee457_bsort_results_P2.txt names.txt
	2. Submit hardcopy of the completed state diagram for Part 2 (one submission per team). No answers to questions needed.

	Procedure for Part 3: (for EE560)
	1. Complete the incomplete state diagram for Part 3.
	2. Make a copy of ee457_bsort_P1.v and name it as ee457_bsort_P3.v. Change P1 to P3 in the following line: reg [26*8:1] file_results_string = "ee457_bsort_results_P1.txt"; // Revise the design as needed and simulate with the given testbench (and usin...

	What to turn-in for Part 3: (for EE560)
	1. Submit online the following files (one submission per team). ee457_bsort_P3.v ee457_bsort_results_P3.txt names.txt
	2. Submit hardcopy of the completed state diagram for Part 3 (one submission per team). No answers to questions needed.

	Procedure for Part 4: (for EE560)
	1. Make a suitable state diagram for Part 4 to help you with coding. The state diagram need not have complete RTL if it is difficult to get it in the limited space. I would take a 11"x17" sheet. It is not needed for submission.
	2. It may be a good idea to redesign the Part 3 where passes proceed from the other end (in the reverse direction first before alternating directions. 2.1 (optional but highly recommended) Make a copy of ee457_bsort_P3.v and name it as ee457_bsort_P3...

	What to turn-in for Part 4: (for EE560)
	1. Submit online the following files (one submission per team). ee457_bsort_P4.v ee457_bsort_results_P4.txt names.txt
	2. No state diagram needs to be submitted for Part 4. No answers to questions needed.
	<> Feedback: Please provide feedback on usefulness and propriety of this lab for our ee457class. Also please tell me if the write-up can be improved. Thanks! Gandhi




<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /All
  /Binding /Left
  /CalGrayProfile (Dot Gain 20%)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Tags
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /ColorConversionStrategy /LeaveColorUnchanged
  /DoThumbnails false
  /EmbedAllFonts true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /SyntheticBoldness 1.00
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams false
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveEPSInfo true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 300
  /ColorImageDepth -1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /ColorImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasGrayImages false
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /GrayImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasMonoImages false
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 1200
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile ()
  /PDFXOutputCondition ()
  /PDFXRegistryName (http://www.color.org)
  /PDFXTrapped /Unknown

  /Description <<
    /FRA <FEFF004f007000740069006f006e00730020007000650072006d0065007400740061006e007400200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000500044004600200064006f007400e900730020006400270075006e00650020007200e90073006f006c007500740069006f006e002000e9006c0065007600e9006500200070006f0075007200200075006e00650020007100750061006c0069007400e90020006400270069006d007000720065007300730069006f006e00200061006d00e9006c0069006f007200e90065002e00200049006c002000650073007400200070006f0073007300690062006c0065002000640027006f00750076007200690072002000630065007300200064006f00630075006d0065006e007400730020005000440046002000640061006e00730020004100630072006f0062006100740020006500740020005200650061006400650072002c002000760065007200730069006f006e002000200035002e00300020006f007500200075006c007400e9007200690065007500720065002e>
    /ENU (Use these settings to create PDF documents with higher image resolution for improved printing quality. The PDF documents can be opened with Acrobat and Reader 5.0 and later.)
    /JPN <FEFF3053306e8a2d5b9a306f30019ad889e350cf5ea6753b50cf3092542b308000200050004400460020658766f830924f5c62103059308b3068304d306b4f7f75283057307e30593002537052376642306e753b8cea3092670059279650306b4fdd306430533068304c3067304d307e305930023053306e8a2d5b9a30674f5c62103057305f00200050004400460020658766f8306f0020004100630072006f0062006100740020304a30883073002000520065006100640065007200200035002e003000204ee5964d30678868793a3067304d307e30593002>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e0020005000440046002d0044006f006b0075006d0065006e00740065006e0020006d00690074002000650069006e006500720020006800f60068006500720065006e002000420069006c0064006100750066006c00f600730075006e0067002c00200075006d002000650069006e0065002000760065007200620065007300730065007200740065002000420069006c0064007100750061006c0069007400e400740020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f0062006100740020006f0064006500720020006d00690074002000640065006d002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300740061007300200063006f006e00660069006700750072006100e700f5006500730020007000610072006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000500044004600200063006f006d00200075006d00610020007200650073006f006c007500e700e3006f00200064006500200069006d006100670065006d0020007300750070006500720069006f0072002000700061007200610020006f006200740065007200200075006d00610020007100750061006c0069006400610064006500200064006500200069006d0070007200650073007300e3006f0020006d0065006c0068006f0072002e0020004f007300200064006f00630075006d0065006e0074006f0073002000500044004600200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002c002000520065006100640065007200200035002e0030002000650020007300750070006500720069006f0072002e>
    /DAN <FEFF004200720075006700200064006900730073006500200069006e0064007300740069006c006c0069006e006700650072002000740069006c0020006100740020006f0070007200650074007400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006d006500640020006800f8006a006500720065002000620069006c006c00650064006f0070006c00f80073006e0069006e006700200066006f00720020006100740020006600e50020006200650064007200650020007500640073006b00720069006600740073006b00760061006c0069007400650074002e0020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e006500730020006d006500640020004100630072006f0062006100740020006f0067002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /NLD <FEFF004700650062007200750069006b002000640065007a006500200069006e007300740065006c006c0069006e00670065006e0020006f006d0020005000440046002d0064006f00630075006d0065006e00740065006e0020007400650020006d0061006b0065006e0020006d00650074002000650065006e00200068006f0067006500720065002000610066006200650065006c00640069006e00670073007200650073006f006c007500740069006500200076006f006f0072002000650065006e0020006200650074006500720065002000610066006400720075006b006b00770061006c00690074006500690074002e0020004400650020005000440046002d0064006f00630075006d0065006e00740065006e0020006b0075006e006e0065006e00200077006f007200640065006e002000670065006f00700065006e00640020006d006500740020004100630072006f00620061007400200065006e002000520065006100640065007200200035002e003000200065006e00200068006f006700650072002e>
    /ESP <FEFF0055007300650020006500730074006100730020006f007000630069006f006e006500730020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000500044004600200063006f006e0020006d00610079006f00720020007200650073006f006c00750063006900f3006e00200064006500200069006d006100670065006e00200070006100720061002000610075006d0065006e0074006100720020006c0061002000630061006c006900640061006400200061006c00200069006d007000720069006d00690072002e0020004c006f007300200064006f00630075006d0065006e0074006f00730020005000440046002000730065002000700075006500640065006e00200061006200720069007200200063006f006e0020004100630072006f00620061007400200079002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004e00e4006900640065006e002000610073006500740075007300740065006e0020006100760075006c006c006100200076006f0069006400610061006e0020006c0075006f006400610020005000440046002d0061007300690061006b00690072006a006f006a0061002c0020006a006f006900640065006e002000740075006c006f0073007400750073006c00610061007400750020006f006e0020006b006f0072006b006500610020006a00610020006b007500760061006e0020007400610072006b006b007500750073002000730075007500720069002e0020005000440046002d0061007300690061006b00690072006a0061007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f006200610074002d0020006a00610020004100630072006f006200610074002000520065006100640065007200200035002e00300020002d006f0068006a0065006c006d0061006c006c0061002000740061006900200075007500640065006d006d0061006c006c0061002000760065007200730069006f006c006c0061002e>
    /ITA <FEFF00550073006100720065002000710075006500730074006500200069006d0070006f007300740061007a0069006f006e00690020007000650072002000630072006500610072006500200064006f00630075006d0065006e00740069002000500044004600200063006f006e00200075006e00610020007200690073006f006c0075007a0069006f006e00650020006d0061006700670069006f00720065002000700065007200200075006e00610020007100750061006c0069007400e00020006400690020007300740061006d007000610020006d00690067006c0069006f00720065002e0020004900200064006f00630075006d0065006e00740069002000500044004600200070006f00730073006f006e006f0020006500730073006500720065002000610070006500720074006900200063006f006e0020004100630072006f00620061007400200065002000520065006100640065007200200035002e003000200065002000760065007200730069006f006e006900200073007500630063006500730073006900760065002e>
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f00700070007200650074007400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006d006500640020006800f80079006500720065002000620069006c00640065006f00700070006c00f80073006e0069006e006700200066006f00720020006200650064007200650020007500740073006b00720069006600740073006b00760061006c0069007400650074002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e006500730020006d006500640020004100630072006f0062006100740020006f0067002000520065006100640065007200200035002e00300020006f0067002000730065006e006500720065002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006e00e40072002000640075002000760069006c006c00200073006b0061007000610020005000440046002d0064006f006b0075006d0065006e00740020006d006500640020006800f6006700720065002000620069006c0064007500700070006c00f60073006e0069006e00670020006f006300680020006400e40072006d006500640020006600e50020006200e400740074007200650020007500740073006b00720069006600740073006b00760061006c0069007400650074002e0020005000440046002d0064006f006b0075006d0065006e00740065006e0020006b0061006e002000f600700070006e006100730020006d006500640020004100630072006f0062006100740020006f00630068002000520065006100640065007200200035002e003000200065006c006c00650072002000730065006e006100720065002e>
    /KOR <FEFFd5a5c0c1b41c0020c778c1c40020d488c9c8c7440020c5bbae300020c704d5740020ace0d574c0c1b3c4c7580020c774bbf8c9c0b97c0020c0acc6a9d558c5ec00200050004400460020bb38c11cb97c0020b9ccb4e4b824ba740020c7740020c124c815c7440020c0acc6a9d558c2edc2dcc624002e0020c7740020c124c815c7440020c0acc6a9d558c5ec0020b9ccb4e000200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /CHS <FEFF4f7f75288fd94e9b8bbe7f6e521b5efa76840020005000440046002065876863ff0c5c065305542b66f49ad8768456fe50cf52068fa87387ff0c4ee563d09ad8625353708d2891cf30028be5002000500044004600206587686353ef4ee54f7f752800200020004100630072006f00620061007400204e0e002000520065006100640065007200200035002e00300020548c66f49ad87248672c62535f003002>
    /CHT <FEFF4f7f752890194e9b8a2d5b9a5efa7acb76840020005000440046002065874ef65305542b8f039ad876845f7150cf89e367905ea6ff0c4fbf65bc63d066075217537054c18cea3002005000440046002065874ef653ef4ee54f7f75280020004100630072006f0062006100740020548c002000520065006100640065007200200035002e0030002053ca66f465b07248672c4f86958b555f3002>
  >>
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [612.000 792.000]
>> setpagedevice


